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ABSTRACT
The performance of enterprise software systems affects business critical metrics like conversion rate (proportion of visitors who become customers) and total cost of ownership for the software system. Keeping such systems responsive and scalable with a growing user base is challenging for software engineers. Solving performance problems is an error-prone and time-consuming task that requires deep expert knowledge about the system and performance evaluation. Existing approaches to support the resolution of performance problems mainly focus on the architecture level neglecting influences of the implementation. In this proposal paper, we introduce a novel approach in order to support software engineers in solving performance and scalability problems that leverages known solutions to common problems. The known solutions are evaluated in the context of the particular software system. As a result, a detailed plan is derived that helps and guides software engineers in resolving the problem. We plan to conduct an industrial case study at SAP.

Categories and Subject Descriptors
C.4 [Performance of Systems]; D.2.5 [Software Engineering]: Testing and Debugging; D.2.8 [Software Engineering]: Metrics—performance measures

General Terms
Experimentation, Measurement, Performance
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1. INTRODUCTION
The performance (e.g. throughput, response time, resource consumption) of enterprise software systems affects business critical metrics like conversion rates and operational costs, and as such it is critical to the business’ success. Software engineers have to ensure high performance and scalability to keep such systems powerful and competitive. In [15], the founders of PayPal and Hotmail report about their large efforts they had to undertake in order to keep their first application versions responsive and scalable with a growing user base. An enterprise software system must be able to continue to meet performance requirements as the load (such as number of users) increases and resources are added. Performance problems are often the root cause of scalability problems. Our scope of performance problems are those that hinder scalability.

Despite all the achievements in the software and performance engineering community, there is only limited support for software engineers in solving performance and scalability problems. Thus, solving such problems is still an error-prone and manual task where software engineers have to answer three major questions: (1) Which solutions exist for the concrete performance problem?, (2) How do the solutions affect the performance of the particular system?, and (3) How to implement a given solution? As a result, software engineers that have little or no experience in performance engineering have to invest a significant amount of time and effort to solve such problems.

There are related approaches in the field of software architecture design, web-frontend optimization and self-* systems (e.g. self-healing, self-adaptive, self-aware). Existing approaches on the architecture-level build on structured problem and solution knowledge and provide automated solution evaluation. However, they neglect important implementation details that often cause performance and scalability problems. Tools like Google PageSpeed [1] are also based on well-known and understood problem and solution knowledge and can automatically apply solutions to identified and known problems. However, they only support software engineers in web-frontend performance optimization. Runtime-based, fully automated approaches for self-* systems often use a control-loop to reactively or proactively adjust or prepare software systems for environmental changes (e.g. workload), optimized resource utilization or fault recovery. However, their goal is not to support software engineers in solving a problem during development.

In this research proposal, we introduce a novel approach to support software engineers in solving performance and scalability problems based on known solutions for common problems. Our goal is to provide systematic guidance for software engineers in problem resolution. We build on struc-
Our idea involves three different roles, namely software engineers, performance experts and platform vendors (cf. Figure 1). Software engineers are the target audience. They contribute the Performance Problem and its Context (e.g. root cause). Furthermore, they are responsible for trade-off decisions and apply the Solution to resolve the problem. Performance experts contribute structured problem and solution knowledge as well as Evaluation Plans describing requirements and processes to evaluate the applicability of solutions. Platform vendors provide a framework to software engineers for systematic guidance in solving performance problems. The framework supports software engineers in identifying and evaluating possible solutions. It can be shared across platform vendors providing (platform specific) solutions and evaluation plans. The benefit of our novel idea is the guidance of software engineers in solving performance problems, that are inexperienced in software performance engineering, with a systematic process based on expert knowledge of performance experts. Based on a given concrete performance problem, there are often different solutions possible, but not all will be applicable and solve the performance problem in a specific case. Therefore, our approach searches the solution space, executes evaluation plans, makes suggestions for suitable solutions and provides action plans for software engineers. The main contribution of the framework is guidance through the problem solving process and support in (semi-) automated evaluation of solutions and derivation of Concrete Action Plans.

We illustrate our idea with an example. We suppose that software engineers have discovered a software performance bottleneck manifested in the resource pool for database connections in a benchmark application. The known solutions of performance experts are (1) to increase the amount of resources available in the connection pool, (2) to replace the connection pool implementation, or (3) to reduce holding times of database connections. The framework uses the evaluation plan of each solution to evaluate the applicability and resolution of the problem in this specific case. It executes systematic experiments and varies the connection pool parameters in (1), predicts the performance of alternative implementations in (2), and identifies code statements that can be moved to reduce holding times in (3). The results are presented to software engineers that know the software system best and are then able to make trade-off decisions if necessary. The tooling then derives the actions for problem resolution for the selected solution(s) to guide software engineers.

3. CHALLENGES

In this Section, we describe the challenges that come with our idea and are addressed with our research:

Development of a generic process for tool supported, systematic performance problem solving. Software engineers that have only little or no experience in software performance engineering have to invest a significant amount of time and effort to solve performance problems. We have to provide a generic systematic process to support them in solving such problems. The goal of the process is to support software engineers by providing a guided, systematic identification of a solution. To lower the burden for software engineers, we have to design the process to be easily understandable and applicable without requiring extensive
training and expert knowledge. We have to identify required tools that are available or must be developed and we have to investigate which parts of the overall process can be automated.

Creating a catalogue of problems and solutions. Problem and solution knowledge is spread over many different sources, unorganized and unstructured, making it hard to identify the solution space of a concrete performance problem. The knowledge about how to solve common performance problems are often the result of many years of experience of experts and best practices. The software performance engineering community has started to identify performance antipattern describing common recurring problems and their solutions. Software engineers, working for many years in industry, published books and articles about performance tuning of Java-based software systems. We have to organize and structure available knowledge by creating a Problem and Solution Catalogue to identify the solution space for a known performance problem with less effort.

Development of an Evaluation Plan for each solution. Based on the concrete performance problem, there are often different solutions possible, but not all will be applicable or solve the problem in every case. The evaluation of different solutions can require different approaches and tools. For example, one solution can require a measurement-based evaluation, while others need statistical models for prediction or architectural models. We need an Evaluation Plan from performance experts describing what has to be done in order to evaluate a solution. The goal of each Evaluation Plan is to be realizable, (semi-) automatable and being less effort for software engineers. For this purpose, we have to provide a systematic process to enable performance experts the development of Evaluation Plans for solutions. We have to draw the conclusion if a solution is applicable and solves the problem from evaluation results. For this reason, performance experts need a systematic process for the development of heuristics, to validate and understand their limitations and to compare the performance of different heuristics to select the strongest.

Execution of an Evaluation Plan. The execution of systematic experiments, performance prediction or static code analysis have all their complexity. We need to provide tool supported (semi-) automated execution of Evaluation Plans to be less effort for software engineers. For this purpose, we have to identify the requirements and develop tools that enables (semi-) automated execution. For example, a test system and a test scenario (e.g. usage profile, workload) have to be available to run experiments.

Derivation of an Action Plan for software engineers. Based on the concrete Evaluation Plan, there are often changes to the software system necessary. Furthermore, after a suitable solution is identified software engineers have to apply the solution. For this purpose, we need Action Plans from performance experts guiding software engineers in changing the software system. Our goals for an Action Plan are to be easy understandable, applicable and tailored to the task and context. We have to identify which additional information is required to derive a Concrete Action Plan. Moreover, we have to understand to which degree an Action Plan is automatically applicable. While there are many degrees of freedom involved, we have to clarify in which situations a Concrete Action Plan cannot be derived.

4. APPROACH

In this Section, we present our envisioned process for systematic performance problem solving. Figure 2 gives an overview of the process. The process consists of three process steps: Solution Space Identification, Solution Evaluation, and Action Plan Customization.

The Problem and Solution Catalogue (PSC) and the concrete Performance Problem are initial input to the process. PSC is a structured representation of the knowledge about common problems and their solutions. It can be compared with guides for doctors describing causes, symptoms, history and treatment of diseases. The doctor in our case is the software engineer and the patient is the software system. The given Performance Problem can describe root causes and symptoms. In the Solution Space Identification step, the goal is the identification of possible solutions for a concrete performance problem in a given context. For this purpose, we look up PSC for problems that match the given problem of the system. We compare the known symptoms and root causes with the characteristics of known problems. This is similar to a doctor researching literature to identify diseases matching the observed symptoms. The result of this step is a set of solutions that are known as treatments for the given problem. Like in medicine, there are potentially different treatments, however, not all will be always applicable and heal the disease in any given case. The doctor uses the medical history of his patient and further medical examinations to identify the most suitable treatment.

In the Solution Evaluation step, the goal is the identification of suitable solutions for a concrete software system. We use Evaluation Plans to evaluate different solutions and to identify the most suitable one. This is comparable with further medical investigations. Like in medicine, there are different requirements for a medical examination such as medical examination methods, medical devices as well as the presence of the patient in most cases. For this purpose, Evaluation Plans describe the process how a particular solution has to be evaluated. Furthermore, they specify the functional requirements (e.g. test system availability). Generic Action Plans describe what needs to be changed in the software system. Depending on the concrete solution, the evaluation can be based on different approaches and tools. For example, a measurement-based approach can involve the execution of systematic experiments. Therefore, we use the provided Test System and Test Scenario to run experiments. The evaluation can also be model-based, requiring architectural models, and can involve simulation. We use heuristics to evaluate the applicability of each solution. The framework presents applicable solutions to the software engineers and ranks them by expected performance improvement. Software engineers can then make trade-off decisions, if necessary, and select the solution(s) they want to apply.

In the Action Plan Customization step, the goal is to derive steps for software engineers to apply a solution. This can be compared with the doctor selecting the medication and the dose for his patient based on the treatment. The steps of a Concrete Action Plan describe how a solution is applied to a particular software system. For this purpose, the Concrete Action Plan is then derived for a specific case
by customizing the Generic Action Plan with information about the software system and presented to the software engineers. For example, statements and configuration parameter names can be derived from the implementation and included in the plan.

5. RELATED WORK

In this section, we discuss related work of the fields feedback provisioning, web-frontend optimization and self-* systems. We also present complementary work to our idea.

The research area of guiding engineers in the selection of an appropriate solution when different alternatives for the same problem exists is known with the term feedback provisioning. There are already approaches in literature coping with feedback. Examples are the ruled-based approaches described in [20, 27, 7, 9], the meta-heuristic approaches described in [17, 4, 2], or the design space exploration approaches described in [21, 13, 14]. Drago et al. present in [9] an extension of the QVT-Relations language with constructs to express design alternatives, their impact on non-functional metrics like performance, and how to evaluate them and guide a non-expert engineer in selecting the most appropriate solution. In [27], Jing Xu presents an approach for rule-based diagnosis of performance problems that triggers recommendations for improvements. The improvements address runtime configuration of the software system or software design itself. The recommendations are derived from published methodology of software performance engineering. The author presents a tool called Performance Booster that is derived from a systematic improvement process. Cortellessa and Trubiani present a model-based approach [8] to estimate the performance of security solutions. They introduce rules that drive the composition of security services performance models. Their goal is to support designers in decisions related to the security vs. performance trade-off. However, all approaches are model-based and neglect important implementation details.

Nguyen et al. present an approach [19] to support software engineers in applying bug fixes. Their goal is to recommend relevant, useful code changes based on the knowledge about the software system and its recurring bug fixes. For this purpose, their tool called FixWizard uses heuristics to identify similar code fragments and their fixes in the past. However, their approach only addresses functional faults neglecting performance.

To improve the deployment of components, Malek et al. introduce a framework [16] that guides the developer in the design of their solutions for component redeployment for large distributed systems. The goal is to find a deployment architecture that exhibits desirable system characteristics or satisfies a given set of constraints. They use runtime monitoring and consider quality of service (e.g. latency, availability). However, the goal is not to solve performance problems manifested in the software system.

In the domain of self-* systems, Carzaniga et al. present an approach [6] for the automated application of workarounds in web applications for functional faults at runtime. They use knowledge about known problems and workarounds to derive program-rewriting rules. In [5], they outline the same idea for Java applications. However, their focus is on functional faults and runtime.

Complementary to our idea is the approach [25] to discover performance problems with systematic experiments.
based on a framework called Software Performance Cockpit\textsuperscript{[1]}\textsuperscript{[26]}. The authors established a decision tree that enables them to detect performance problems and identify the root cause by observing certain patterns in the behaviour of the application (e.g. throughput, response time, resource utilization). For the architecture-level, PerOpteryx\textsuperscript{[14]} represents a promising approach for automated performance optimization of architectural models. The authors apply performance tactics and meta-heuristics to find pareto-optimal solutions for performance problems in architectural models.

6. PLANNED VALIDATION

We plan to validate our approach with at least three case studies. The goals of each are to answer three questions:

1. Are the solutions appropriate for the software system?
2. Is the provided guidance to apply the solution to the software system applicable for the software engineer?
3. How good is the achieved performance improvement?

In the case of (3), we plan to measure the difference (e.g. throughput, response time, resource utilization) before and after the resultation.

We further plan to use case study results to discuss the effort with and without our approach for software engineers in terms of code changes, conducted experiments as well as for performance experts to solve a performance problem. We aim at understanding if the effort for performance experts for single definition of solutions and associated evaluation plans are out balanced by the possible reuse by many software engineers.

We plan the validation in three phases: In the first case study, we plan to use fault injection techniques on a well known software system (e.g. benchmark application) to hinder scalability in order to evaluate our approach. Moreover, in the second case study, we plan to use already solved scalability problems with the goal to identify at least the same or an even better solution but with less effort. Finally, we plan to apply our approach in an industrial case study at SAP in the context of enterprise cloud applications.

7. CONTRIBUTION AND PROGRESS

Overall, we identify the following contributions for the proposed PhD thesis:

1. A generic process for tool supported, systematic performance problem solving.
2. A problem and solution catalogue structuring expert knowledge on software bottlenecks and their solutions.
3. A framework for platform vendors providing our process to software engineers.
4. Instantiation of the framework at SAP for software bottlenecks including the development of evaluation and action plans.

As next steps, we plan to create a proof of concept and apply our approach to a known performance problem. We further start to gather information about common performance problems and their solutions with respect to software bottlenecks with the goal of identifying the most common performance problems and to develop evaluation plans.

\textsuperscript{1}Available at http://www.sopeco.org
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