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- Metamodel
  - Abstract syntax of a (modelling) language
  - Defines set of its instances (models)
Example: ASCET

- **Advanced Simulation and Control Engineering Tool**

(Wikipedia)
Example: PCM

- **Palladio Component Model**

![Diagram of Palladio Component Model](http://www.palladio-simulator.com/)
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Diagram:

- Metamodel
- Model

Diagram nodes and arrows represent relationships and hierarchies between metamodels and models.
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- Evolution types
  - Modification
    - Intrusive
    - Branch
  - Extension
    - Intrusive
    - Branch
    - External
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1. Good initial design
2. Proper assessment of requirements
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Validation approaches?
Questions

1. Are there further solutions?
2. How can the solutions be validated?
3. Are there further challenges?
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BACKUP
Solutions

1. Good initial design
2. Proper assessment of requirements
3. Good documentation
4. Conventions
5. Best practices
6. Metrics
7. Modularity
8. Explicit structure / reference structures
9. (Temporary) back/forwards transformations
10. Improved handling of custom code in regeneration
11. Extension mechanisms
12. External extensions
13. Explicit inter-package/module dependencies
14. Synchronization
15. Visibility
Basic Modifications

- Add, remove
  - Class, attribute, containment, inheritance, association, package, enum

- Change
  - Name, type, cardinality, property, …

- Move (into other package)
  - Class, package, enum
State of the Art

- Evolution of metamodels
- Co-evolution of models and metamodels
- Change impact prediction
- Rule-based evolution support tool
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